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PROBLEM 1 –– SATELLITE IMAGE DATA The goal here is to predict the type of ground cover from a satellite image broken up into pixels. Description from UCI Machine Learning database: The database consists of the multi-spectral values of pixels in 3x3 neighborhoods in a satellite image, and the classification associated with the central pixel in each neighborhood. The aim is to predict this classification, given the multi-spectral values. In the sample database, the class of a pixel is coded as a number.

The Landsat satellite data is one of the many sources of information available for a scene. The interpretation of a scene by integrating spatial data of diverse types and resolutions including multispectral and radar data, maps indicating topography, land use etc. is expected to assume significant importance with the onset of an era characterized by integrative approaches to remote sensing (for example, NASA’s Earth Observing System commencing this decade). Existing statistical methods are ill-equipped for handling such diverse data types. Note that this is not true for Landsat MSS data considered in isolation (as in this sample database). This data satisfies the important requirements of being numerical and at a single resolution, and standard maximum-likelihood classification performs very well. Consequently, for this data, it should be interesting to compare the performance of other methods against the statistical approach.

One frame of Landsat MSS imagery consists of four digital images of the same scene in different spectral bands. Two of these are in the visible region (corresponding approximately to green and red regions of the visible spectrum) and two are in the (near) infra-red. Each pixel is a 8-bit binary word, with 0 corresponding to black and 255 to white. The spatial resolution of a pixel is about 80m x 80m. Each image contains 2340 x 3380 such pixels.

The database is a (tiny) sub-area of a scene, consisting of 82 x 100 pixels. Each line of data corresponds to a 3x3 square neighborhood of pixels completely contained within the 82x100 sub-area. Each line contains the pixel values in the four spectral bands (converted to ASCII) of each of the 9 pixels in the 3x3 neighborhood and a number indicating the classification label of the central pixel. The number is a code for the following classes:

Number Class 1 red soil 2 cotton crop 3 grey soil 4 damp grey soil 5 soil with vegetation stubble 6 mixture class (all types present)  
7 very damp grey soil

Note: There are no examples with class 6 in this dataset.

The data is given in random order and certain lines of data have been removed so you cannot reconstruct the original image from this dataset.

In each line of data the four spectral values for the top-left pixel are given first followed by the four spectral values for the top-middle pixel and then those for the top-right pixel, and so on with the pixels read out in sequence left-to-right and top-to-bottom. Thus, the four spectral values for the central pixel are given by attributes 17,18,19 and 20.

1. Compare CART/RPART, bagged CART/RPART, Random Forest classification, and Boosted Trees in the classification of the test cases. Which method performs best for these data? Be sure to adjust the various tuning parameters to optimize the performance of these methods for this prediction problem. Show the model development process for each of these methods and report the final settings you used for any tuning parameters. (20 pts. – 5 pts. for each method)

Getting started:

setwd(getwd())  
SATimage = read.csv("SATimage.csv")  
SATimage = data.frame(class=as.factor(SATimage$class),SATimage[,1:36])  
  
  
set.seed(888)  
testcases = sample(1:dim(SATimage)[1],1000,replace=F)  
SATtest = SATimage[testcases,]  
SATtrain = SATimage[-testcases,]

Packages:

require(rpart)  
require(rpart.plot)  
require(ipred)

RPART basic Models:

Misclass Function:

misclass = function(fit,y) {  
temp <- table(fit,y)  
cat("Table of Misclassification\n")  
cat("(row = predicted, col = actual)\n")  
print(temp)  
cat("\n\n")  
numcor <- sum(diag(temp))  
numinc <- length(y) - numcor  
mcr <- numinc/length(y)  
cat(paste("Misclassification Rate = ",format(mcr,digits=3)))  
cat("\n")  
}

fitting a simple tree

mod.default = rpart(class~.,data=SATtrain)  
prp(mod.default)
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phat = predict(mod.default,newdata=SATtest,type="prob")  
head(phat)

## 1 2 3 4 5 7  
## 1672 0.03687151 0.003351955 0.003351955 0.138547486 0.045810056 0.77206704  
## 4015 0.01869159 0.000000000 0.813084112 0.123831776 0.001168224 0.04322430  
## 3851 0.03687151 0.003351955 0.003351955 0.138547486 0.045810056 0.77206704  
## 1131 0.00000000 0.982248521 0.000000000 0.000000000 0.017751479 0.00000000  
## 1027 0.03687151 0.003351955 0.003351955 0.138547486 0.045810056 0.77206704  
## 1266 0.00000000 0.005181347 0.010362694 0.005181347 0.927461140 0.05181347

yhat = predict(mod.default,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 231 7 2 5 18 0  
## 2 0 88 0 0 2 0  
## 3 4 0 204 33 0 10  
## 4 1 2 15 23 0 18  
## 5 4 6 0 0 61 3  
## 7 12 2 1 31 21 196  
##   
##   
## Misclassification Rate = 0.197

Basic improvements

control = rpart.control(minsplit=5,minbucket=3,cp=.001)  
mod2 = rpart(class~.,data=SATtrain,control=control)  
prp(mod2)
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yhat = predict(mod2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 239 2 2 0 8 0  
## 2 0 99 0 0 5 0  
## 3 4 0 207 23 0 7  
## 4 2 1 10 49 0 19  
## 5 5 2 0 1 76 5  
## 7 2 1 3 19 13 196  
##   
##   
## Misclassification Rate = 0.134

plotcp(mod2)
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crpart.sscv = function(fit,y,data,B=25,p=.333) {  
n = length(y)  
cv <- rep(0,B)  
for (i in 1:B) {  
 ss <- floor(n\*p)  
 sam <- sample(1:n,ss)  
 temp <- data[-sam,]  
 fit2 <- rpart(formula(fit),data=temp,parms=fit$parms,control=fit$control)  
 ynew <- predict(fit2,newdata=data[sam,],type="class")  
 tab <- table(y[sam],ynew)  
 mc <- ss - sum(diag(tab))  
 cv[i] <- mc/ss  
 }  
 cv  
}  
results = crpart.sscv(mod2,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1274 0.1357 0.1419 0.1428 0.1491 0.1653

While this second model is an improvement, we should still see if we can’t push it further. Let’s walk it back and try a simpler model firdt with a greater requirement for splits and a larger bucket size.

control = rpart.control(minsplit=7,minbucket=5,cp=.001)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)
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yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 239 2 2 0 9 0  
## 2 1 99 0 0 4 0  
## 3 4 0 207 23 0 7  
## 4 2 1 10 47 1 18  
## 5 4 2 0 1 76 5  
## 7 2 1 3 21 12 197  
##   
##   
## Misclassification Rate = 0.135

plotcp(mod2)

![](data:image/png;base64,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)

results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1192 0.1384 0.1446 0.1438 0.1491 0.1646

Very little changed, perhaps we need greater complexity. Perhaps by moving in the opposite direction with our metrics can find a better solution

control = rpart.control(minsplit=3,minbucket=2,cp=.001)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)
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yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 239 2 2 0 8 0  
## 2 0 99 0 0 5 0  
## 3 4 0 207 23 0 7  
## 4 2 1 10 49 0 19  
## 5 5 2 0 1 76 5  
## 7 2 1 3 19 13 196  
##   
##   
## Misclassification Rate = 0.134

plotcp(mod2)
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results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1287 0.1382 0.1426 0.1429 0.1475 0.1599

Adding in just a little more complexity, we have inched out a bit more on our performance on our training set whilst being just as good as mod2 on the test set. The only metric left to truly optimize may just be the complexity parameter, so we will try next, alough this currently is the best model we have for basic rpart.

control = rpart.control(minsplit=3,minbucket=2,cp=.01)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)
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yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 231 7 2 5 18 0  
## 2 0 88 0 0 2 0  
## 3 4 0 204 33 0 10  
## 4 1 2 15 23 0 18  
## 5 4 6 0 0 61 3  
## 7 12 2 1 31 21 196  
##   
##   
## Misclassification Rate = 0.197

plotcp(mod2)

![](data:image/png;base64,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)

results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1680 0.1804 0.1873 0.1897 0.1965 0.2297

While clearly less is not more, perhaps more is more to at least a certain extant.

control = rpart.control(minsplit=3,minbucket=2,cp=.0005)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)

## Warning: labs do not fit even at cex 0.15, there may be some overplotting
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yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 239 2 2 0 7 0  
## 2 0 100 0 0 4 0  
## 3 4 0 202 20 0 4  
## 4 2 1 11 50 1 19  
## 5 5 2 0 1 76 7  
## 7 2 0 7 21 14 197  
##   
##   
## Misclassification Rate = 0.136

plotcp(mod2)
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results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1321 0.1382 0.1436 0.1456 0.1518 0.1714

That was certainly a mistake. Perhaps we can find a better middle ground?

control = rpart.control(minsplit=3,minbucket=2,cp=.005)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)

![](data:image/png;base64,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)

yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 243 7 2 5 18 0  
## 2 0 88 0 0 2 0  
## 3 5 0 209 28 0 7  
## 4 0 2 10 42 0 26  
## 5 4 7 0 0 71 6  
## 7 0 1 1 17 11 188  
##   
##   
## Misclassification Rate = 0.159

plotcp(mod2)
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results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1423 0.1553 0.1596 0.1616 0.1684 0.1917

Still a massive loss compared to others, one final adjustment will be made to attemtp an improvment.

control = rpart.control(minsplit=3,minbucket=2,cp=.002)  
modx = rpart(class~.,data=SATtrain,control=control)  
prp(modx)
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yhat = predict(modx,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 241 2 2 4 11 0  
## 2 1 97 0 0 5 0  
## 3 5 0 211 28 0 8  
## 4 0 0 6 40 0 19  
## 5 5 5 0 1 75 6  
## 7 0 1 3 19 11 194  
##   
##   
## Misclassification Rate = 0.142

plotcp(mod2)
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results = crpart.sscv(modx,SATimage$class,data=SATimage,B=50)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1301 0.1438 0.1491 0.1492 0.1568 0.1626

Still no improvement, it seems more and more likely that for any other further improvement we will have to change our whole methodology. Still, for how simply it is to implement and understand, a missclassification rate of about 13% isn’t bad.

Final Model:

# control = rpart.control(minsplit=3,minbucket=2,cp=.001)  
# modx = rpart(class~.,data=SATtrain,control=control)

Metrics:

For Training (Mean): 0.1413

For Test: 0.134

RPART bagging Models:

Fit a basic model:

sat.bag = bagging(class~.,data=SATtrain,coob=T)  
sat.bag

##   
## Bagging classification trees with 25 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, coob = T)  
##   
## Out-of-bag estimate of misclassification error: 0.1121

check it:

phat = predict(sat.bag,newdata=SATtest,type="prob")  
head(phat)

## 1 2 3 4 5 7  
## [1,] 0 0 0.00 0.24 0 0.76  
## [2,] 0 0 0.92 0.08 0 0.00  
## [3,] 1 0 0.00 0.00 0 0.00  
## [4,] 0 1 0.00 0.00 0 0.00  
## [5,] 0 0 0.00 0.08 0 0.92  
## [6,] 0 0 0.00 0.00 1 0.00

yhat = predict(sat.bag,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 243 0 1 1 5 0  
## 2 0 104 0 0 1 0  
## 3 3 0 215 21 0 6  
## 4 0 1 4 51 0 14  
## 5 6 0 0 1 85 4  
## 7 0 0 2 18 11 203  
##   
##   
## Misclassification Rate = 0.099

An improvement already, lets push it further.

control = rpart.control(minsplit=5,minbucket=3,cp=0,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=100,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 100 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 100,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.1028

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 244 0 1 1 5 0  
## 2 0 101 0 0 1 0  
## 3 3 0 217 22 0 5  
## 4 0 0 2 53 0 13  
## 5 5 2 0 0 85 4  
## 7 0 2 2 16 11 205  
##   
##   
## Misclassification Rate = 0.095

Split-Sample function

bagg.sscv = function(fit,y,data,B=25,nbagg=100,p=.333) {  
n = length(y)  
cv <- rep(0,B)  
for (i in 1:B) {  
 ss <- floor(n\*p)  
 sam <- sample(1:n,ss)  
 temp <- data[-sam,]  
 fit2 <- bagging(formula(fit),data=temp,control=fit$control,coob=F)  
 ynew <- predict(fit2,newdata=data[sam,],type="class")  
 tab <- table(y[sam],ynew)  
 mc <- ss - sum(diag(tab))  
 cv[i] <- mc/ss  
 }  
 cv  
}

Using it:

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=25)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1084 0.1131 0.1206 0.1210 0.1253 0.1375

While this is better, it doesn’t exactly blow us away in terms of succeeding over the normal bagging model. Lets see if we can optimize more.

control = rpart.control(minsplit=3,minbucket=2,cp=0,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=100,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 100 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 100,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.1001

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 244 0 1 1 5 0  
## 2 0 103 0 0 1 0  
## 3 3 0 217 22 0 4  
## 4 0 1 3 50 0 11  
## 5 5 0 0 0 86 3  
## 7 0 1 1 19 10 209  
##   
##   
## Misclassification Rate = 0.091

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=25)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1098 0.1131 0.1138 0.1152 0.1152 0.1240

Using our bucket and split settings from the previous model made for better predictions on the test set, but worse on split-sample mean. While we personally would prefer this model, we are still hesistant to call it better. Maybe the complexity parameter can forward it.

control = rpart.control(minsplit=3,minbucket=2,cp=0.001,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=100,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 100 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 100,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.1138

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 245 0 2 2 6 0  
## 2 0 101 0 0 2 0  
## 3 3 0 213 23 0 6  
## 4 0 0 6 48 0 14  
## 5 4 2 0 0 83 3  
## 7 0 2 1 19 11 204  
##   
##   
## Misclassification Rate = 0.106

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=25)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1125 0.1186 0.1226 0.1207 0.1247 0.1253

A slight decrease, maybe the bagging settings themselves we provide more.

control = rpart.control(minsplit=3,minbucket=2,cp=0,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=150,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 150 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 150,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.0999

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 246 0 1 1 5 0  
## 2 0 102 0 0 1 0  
## 3 3 0 214 21 0 5  
## 4 0 0 4 51 0 13  
## 5 3 1 0 0 86 3  
## 7 0 2 3 19 10 206  
##   
##   
## Misclassification Rate = 0.095

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=150)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.09417 0.10501 0.10705 0.11111 0.12263 0.12669

More bagging brought in a slight decrease in both rates whilst avoiding overfitting. But can we go farther?

control = rpart.control(minsplit=3,minbucket=2,cp=0,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=200,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 200 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 200,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.1016

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 243 0 1 1 5 0  
## 2 0 102 0 0 1 0  
## 3 3 0 214 22 0 4  
## 4 0 0 5 52 0 11  
## 5 6 1 0 0 86 4  
## 7 0 2 2 17 10 208  
##   
##   
## Misclassification Rate = 0.095

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=200)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.1077 0.1131 0.1131 0.1153 0.1159 0.1267

A minor improvement, although with metric like these we begin to fear overfitting. What was gained probably was not worth what was spent here. Lets try one more slight alteration before moving on to more advanced methods

control = rpart.control(minsplit=4,minbucket=4,cp=0,xval=0)  
sat.bag2 = bagging(class~.,data=SATtrain,nbagg=175,coob=T,control=control)  
sat.bag2

##   
## Bagging classification trees with 175 bootstrap replications   
##   
## Call: bagging.data.frame(formula = class ~ ., data = SATtrain, nbagg = 175,   
## coob = T, control = control)  
##   
## Out-of-bag estimate of misclassification error: 0.1031

yhat = predict(sat.bag2,newdata=SATtest,type="class")  
misclass(yhat,SATtest$class)

## Table of Misclassification  
## (row = predicted, col = actual)  
## y  
## fit 1 2 3 4 5 7  
## 1 244 0 1 1 5 0  
## 2 0 101 0 0 1 0  
## 3 3 0 215 22 0 4  
## 4 0 0 4 51 0 11  
## 5 5 2 0 0 86 4  
## 7 0 2 2 18 10 208  
##   
##   
## Misclassification Rate = 0.095

results = bagg.sscv(mod2,SATimage$class,data=SATimage,B=5,nbagg=175)  
summary(results)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.09688 0.10705 0.11653 0.11423 0.11721 0.13347

While not inherently bad, it seems like we are too the point that no amount of adjusting is gonna gain us anything major in either category with out simply just overfitting the data. Instead, we should opt to instead use a more advanced method of classification, although looking at these models still has its merits.

Final Model Settings:

# control = rpart.control(minsplit=3,minbucket=2,cp=0,xval=0)  
# sat.bag2 = bagging(class~.,data=SATtrain,nbagg=150,coob=T,control=control)

Metrics:

Test Set: 0.098

Training Set (Mean): 0.1198

Though bagging was a clear improvment, random forest will probably out do it.

Random Forest:

Packages:

require(randomForest)

Fitting a basic model:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=1,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 1, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 1

OOB estimate of error rate: 9.99%

Confusion matrix: 1 2 3 4 5 7 class.error 1 801 1 15 0 3 0 0.02317073 2 2 362 1 2 4 3 0.03208556 3 5 0 714 15 0 5 0.03382950 4 4 3 65 183 3 65 0.43343653 5 30 1 1 6 298 32 0.19021739 7 0 0 13 48 16 734 0.09494451

Checking it:

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 1 7 0 2 0 102 0 0 2 0 3 2 0 212 19 1 6 4 0 0 5 52 0 6 5 3 1 0 0 83 3 7 0 2 3 20 9 212

Misclassification Rate = 0.092

We already can see an improvment over our best bag model, although some internal split sample should still be considered.

Split-Sample function for Random Forest

crf.sscv = function(fit,y,data,B=25,p=.333,mtry=fit$mtry,ntree=fit$ntree) {  
n = length(y)  
cv <- rep(0,B)  
 for (i in 1:B) {  
ss <- floor(n\*p)  
sam <- sample(1:n,ss)  
temp <- data[-sam,]  
fit2 <- randomForest(formula(fit),data=temp,mtry=mtry,ntree=ntree)  
ynew <- predict(fit2,newdata=data[sam,],type="class")  
tab <- table(y[sam],ynew)  
mc <- ss - sum(diag(tab))  
cv[i] <- mc/ss  
}  
 cv  
}

Using it:

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

The improvment holds up here as well, however there are still many features we can try to adjust to pull the most out of this kind of model. Well start with finding the preffered value for mtry, or the number of variables randomly sampled at each split.

mtry = 2:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=2,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 2, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 2

OOB estimate of error rate: 9.29%

Confusion matrix: 1 2 3 4 5 7 class.error 1 804 1 13 0 2 0 0.01951220 2 1 365 0 2 3 3 0.02406417 3 3 2 717 10 0 7 0.02976996 4 4 4 64 192 2 57 0.40557276 5 26 2 1 3 302 34 0.17934783 7 0 1 15 48 11 736 0.09247842

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 2 5 0 2 0 102 0 0 2 0 3 3 0 212 19 0 6 4 0 0 5 52 0 6 5 2 1 0 0 86 4 7 0 2 3 19 9 211

Misclassification Rate = 0.09

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08311 0.09449 0.09974 0.09928 0.10324 0.11636

mtry = 3:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=3,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 3, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 3

OOB estimate of error rate: 9.11%

Confusion matrix: 1 2 3 4 5 7 class.error 1 796 2 17 0 5 0 0.02926829 2 0 367 0 2 4 1 0.01871658 3 4 1 716 12 0 6 0.03112314 4 3 3 64 192 2 59 0.40557276 5 24 2 1 3 310 28 0.15760870 7 0 1 12 44 13 741 0.08631319

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 2 5 0 2 0 102 0 0 2 0 3 3 0 212 19 0 5 4 0 0 5 54 0 6 5 2 1 0 0 86 4 7 0 2 3 17 9 212

Misclassification Rate = 0.087

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08399 0.09274 0.09711 0.09788 0.10324 0.11549

mtry = 4:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=4,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 4, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 4

OOB estimate of error rate: 9%

Confusion matrix: 1 2 3 4 5 7 class.error 1 801 2 13 0 4 0 0.02317073 2 0 364 1 2 4 3 0.02673797 3 3 1 716 12 0 7 0.03112314 4 3 3 66 198 2 51 0.38699690 5 24 2 0 6 311 25 0.15489130 7 0 1 13 49 12 736 0.09247842

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 2 5 0 2 0 102 0 0 2 0 3 3 0 212 19 0 5 4 0 0 5 53 0 6 5 2 1 0 0 87 3 7 0 2 3 18 8 213

Misclassification Rate = 0.086

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08049 0.09099 0.09624 0.09655 0.10149 0.11724

mtry = 5:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=5,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 5, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 5

OOB estimate of error rate: 9.05%

Confusion matrix: 1 2 3 4 5 7 class.error 1 799 1 15 0 5 0 0.02560976 2 1 364 1 2 4 2 0.02673797 3 5 1 713 12 1 7 0.03518268 4 2 3 64 195 2 57 0.39628483 5 20 2 0 5 314 27 0.14673913 7 0 1 12 43 16 739 0.08877928

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 2 2 5 0 2 0 103 0 0 2 0 3 3 0 212 18 0 5 4 0 0 5 54 0 6 5 3 0 0 0 85 4 7 0 2 3 18 10 212

Misclassification Rate = 0.088

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08224 0.09536 0.10061 0.09963 0.10324 0.11811

mtry = 6:

sat.rf = randomForest(class~.,data=SATtrain,mtry=6,importance=T)  
sat.rf

##   
## Call:  
## randomForest(formula = class ~ ., data = SATtrain, mtry = 6, importance = T)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 6  
##   
## OOB estimate of error rate: 8.7%  
## Confusion matrix:  
## 1 2 3 4 5 7 class.error  
## 1 802 2 13 0 3 0 0.02195122  
## 2 0 367 0 1 4 2 0.01871658  
## 3 4 1 714 14 0 6 0.03382950  
## 4 3 2 65 195 2 56 0.39628483  
## 5 18 2 1 3 314 30 0.14673913  
## 7 0 1 15 38 13 744 0.08261406

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 6, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 6

OOB estimate of error rate: 8.85%

Confusion matrix: 1 2 3 4 5 7 class.error 1 799 2 15 0 4 0 0.02560976 2 0 366 0 2 4 2 0.02139037 3 3 1 714 14 0 7 0.03382950 4 4 3 63 198 2 53 0.38699690 5 21 2 0 4 316 25 0.14130435 7 0 1 12 42 18 738 0.09001233

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 1 2 5 0 2 0 102 0 0 2 0 3 3 0 215 19 0 5 4 0 0 5 52 0 6 5 2 1 0 0 86 4 7 0 2 1 19 9 212

Misclassification Rate = 0.086

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08049 0.09274 0.09536 0.09596 0.10149 0.11374

We can see that out of the gate we are seeing improvement as we consider more variables, knowing this, we will try and zero in on that target.

mtry = 7:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 7

OOB estimate of error rate: 8.68%

Confusion matrix: 1 2 3 4 5 7 class.error 1 800 2 14 0 4 0 0.02439024 2 1 366 0 2 3 2 0.02139037 3 2 1 714 15 0 7 0.03382950 4 4 2 64 193 2 58 0.40247678 5 18 3 0 4 318 25 0.13586957 7 0 1 14 37 13 746 0.08014797

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 1 2 5 0 2 0 104 0 0 2 0 3 3 0 214 19 0 5 4 0 0 5 54 0 6 5 3 0 0 0 85 3 7 0 1 2 17 10 213

Misclassification Rate = 0.084

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08661 0.09274 0.09974 0.09876 0.10411 0.11199

mtry = 10:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=10,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 10, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 10

OOB estimate of error rate: 8.68%

Confusion matrix: 1 2 3 4 5 7 class.error 1 799 2 14 0 5 0 0.02560976 2 1 363 1 1 5 3 0.02941176 3 2 1 718 11 0 7 0.02841678 4 4 2 64 202 2 49 0.37461300 5 16 2 1 3 319 27 0.13315217 7 0 1 12 45 17 736 0.09247842

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 1 2 5 0 2 0 103 0 0 2 0 3 3 0 214 19 0 5 4 0 0 5 53 0 7 5 3 0 0 0 85 4 7 0 2 2 18 10 211

Misclassification Rate = 0.088

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.07612 0.09099 0.09711 0.09606 0.10236 0.11111

mtry = 15:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=15,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 15, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 15

OOB estimate of error rate: 8.94%

Confusion matrix: 1 2 3 4 5 7 class.error 1 797 1 13 0 9 0 0.02804878 2 1 362 0 2 7 2 0.03208556 3 4 1 716 12 1 5 0.03112314 4 5 2 68 193 1 54 0.40247678 5 15 2 2 2 324 23 0.11956522 7 0 1 13 46 15 736 0.09247842

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 1 2 5 0 2 0 103 0 0 2 0 3 3 0 215 19 0 4 4 0 0 4 51 0 8 5 3 0 0 0 85 4 7 0 2 2 20 10 211

Misclassification Rate = 0.089

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08136 0.09099 0.09624 0.09683 0.10149 0.11899

mtry = 20:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=20,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 20, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 20

OOB estimate of error rate: 9%

Confusion matrix: 1 2 3 4 5 7 class.error 1 793 1 14 0 12 0 0.03292683 2 1 364 1 1 5 2 0.02673797 3 4 1 714 13 0 7 0.03382950 4 5 1 65 193 1 58 0.40247678 5 15 3 2 2 323 23 0.12228261 7 0 1 15 42 14 739 0.08877928

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 245 0 1 2 5 0 2 0 103 0 0 1 0 3 3 0 215 19 0 4 4 0 0 4 51 0 10 5 4 0 0 0 86 3 7 0 2 2 20 10 210

Misclassification Rate = 0.09

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08136 0.09274 0.09886 0.09753 0.10411 0.10849

mtry = 25:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=25,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 25, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 25

OOB estimate of error rate: 9.08%

Confusion matrix: 1 2 3 4 5 7 class.error 1 797 1 13 0 9 0 0.02804878 2 1 363 1 2 5 2 0.02941176 3 5 1 712 14 0 7 0.03653586 4 8 1 66 189 3 56 0.41486068 5 16 4 1 3 322 22 0.12500000 7 0 1 16 38 16 740 0.08754624

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 243 0 1 2 5 0 2 0 102 0 0 1 0 3 3 0 215 19 0 4 4 0 0 5 50 0 9 5 6 1 0 0 86 4 7 0 2 1 21 10 210

Misclassification Rate = 0.094

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.07612 0.09186 0.09711 0.09890 0.10761 0.12161

mtry = 30:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=30,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 30, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 30

OOB estimate of error rate: 9.2%

Confusion matrix: 1 2 3 4 5 7 class.error 1 800 1 10 0 9 0 0.02439024 2 1 362 1 0 8 2 0.03208556 3 7 1 712 13 0 6 0.03653586 4 8 2 67 187 1 58 0.42105263 5 19 4 0 5 317 23 0.13858696 7 0 1 17 37 15 741 0.08631319

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 242 0 1 1 5 0 2 0 102 0 0 1 0 3 3 0 214 20 0 4 4 0 0 4 50 0 11 5 7 1 0 0 86 4 7 0 2 3 21 10 208

Misclassification Rate = 0.098

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08311 0.09711 0.10324 0.10268 0.11024 0.12248

mtry = 36:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=36,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 36, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 36

OOB estimate of error rate: 9.46%

Confusion matrix: 1 2 3 4 5 7 class.error 1 799 1 10 0 10 0 0.02560976 2 2 360 1 1 7 3 0.03743316 3 6 0 710 13 0 10 0.03924222 4 6 1 66 183 3 64 0.43343653 5 17 4 1 3 321 22 0.12771739 7 0 0 17 42 15 737 0.09124538

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 242 0 1 1 5 0 2 0 102 0 0 1 0 3 3 0 214 21 0 5 4 0 1 4 51 0 10 5 7 1 0 0 86 4 7 0 1 3 19 10 208

Misclassification Rate = 0.097

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.07962 0.09449 0.10236 0.10096 0.10849 0.11811

Our answer probably is between 7 and 10

mtry = 8:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=8,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 8, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 8

OOB estimate of error rate: 8.82%

Confusion matrix: 1 2 3 4 5 7 class.error 1 797 2 16 0 5 0 0.02804878 2 1 364 1 1 4 3 0.02673797 3 2 1 717 12 0 7 0.02976996 4 3 2 67 196 2 53 0.39318885 5 19 2 0 3 320 24 0.13043478 7 0 1 14 43 15 738 0.09001233

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 1 2 5 0 2 0 102 0 0 2 0 3 3 0 215 19 0 5 4 0 0 5 53 0 6 5 3 1 0 0 85 4 7 0 2 1 18 10 212

Misclassification Rate = 0.087

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08311 0.09011 0.09449 0.09718 0.10411 0.11461

mtry = 9:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=9,importance=T)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 9, importance = T) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 9

OOB estimate of error rate: 8.94%

Confusion matrix: 1 2 3 4 5 7 class.error 1 797 2 16 0 5 0 0.02804878 2 1 363 1 2 5 2 0.02941176 3 3 1 716 13 0 6 0.03112314 4 5 3 66 191 2 56 0.40866873 5 12 2 1 3 323 27 0.12228261 7 0 1 12 45 15 738 0.09001233

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 1 2 5 0 2 0 103 0 0 2 0 3 3 0 214 19 0 4 4 0 0 5 52 0 6 5 2 0 0 0 85 4 7 0 2 2 19 10 213

Misclassification Rate = 0.086

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08224 0.09274 0.10061 0.09935 0.10586 0.11286

Funnily enough, it turns out that 7 was actually the optimal value for mtry.

While the best model yet by far, we still can try to play around with a larger nodesize to bring that missclassification rate down further.

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 2)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 2) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 7

OOB estimate of error rate: 9%

Confusion matrix: 1 2 3 4 5 7 class.error 1 800 2 14 0 4 0 0.02439024 2 1 364 1 2 4 2 0.02673797 3 2 1 718 11 0 7 0.02841678 4 5 3 65 193 2 55 0.40247678 5 22 2 0 3 317 24 0.13858696 7 0 0 14 47 16 734 0.09494451

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 246 0 2 2 5 0 2 0 103 0 0 2 0 3 3 0 214 18 0 5 4 0 0 5 54 0 8 5 3 0 0 0 85 3 7 0 2 1 18 10 211

Misclassification Rate = 0.087

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08224 0.09274 0.09624 0.09760 0.10236 0.11811

We got ever so slightly worse on the test set, more nodesize likely isn’t going to help us. Next we will try to see if more trees will provide us a gain or only overfit.

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 750)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 1, ntree = 750) Type of random forest: classification Number of trees: 750 No. of variables tried at each split: 7

OOB estimate of error rate: 8.88%

Confusion matrix: 1 2 3 4 5 7 class.error 1 801 2 12 0 5 0 0.02317073 2 0 365 0 1 7 1 0.02406417 3 3 1 716 11 0 8 0.03112314 4 4 2 63 194 2 58 0.39938080 5 16 2 1 5 319 25 0.13315217 7 0 1 17 43 15 735 0.09371147

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 1 2 5 0 2 0 103 0 0 2 0 3 3 0 214 19 0 5 4 0 0 5 52 0 6 5 2 0 0 0 85 3 7 0 2 2 19 10 213

Misclassification Rate = 0.086

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08399 0.09099 0.09711 0.09662 0.10061 0.11286

More trees actually made a slightly worse model, likely due to more overfitting. Maybe if we cut it down a bit we can see something. Although this may not help due to randomforests needing a lot of trees.

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 400)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 1, ntree = 400) Type of random forest: classification Number of trees: 400 No. of variables tried at each split: 7

OOB estimate of error rate: 8.79%

Confusion matrix: 1 2 3 4 5 7 class.error 1 798 2 14 0 6 0 0.02682927 2 0 363 0 2 5 4 0.02941176 3 3 1 717 11 0 7 0.02976996 4 3 3 65 195 3 54 0.39628483 5 15 2 1 2 321 27 0.12771739 7 0 1 13 46 12 739 0.08877928

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 1 2 5 0 2 0 103 0 0 2 0 3 3 0 215 19 0 5 4 0 0 5 53 0 8 5 2 0 0 0 85 3 7 0 2 1 18 10 211

Misclassification Rate = 0.086

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08399 0.09186 0.09886 0.09708 0.10149 0.10849

Reducing the nodesize again only caused it to diminish slightly. What if we set a limit to maximal node size?

Maxnodes = 10

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 500, maxnodes = 10)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 1, ntree = 500, maxnodes = 10) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 7

OOB estimate of error rate: 20.2%

Confusion matrix: 1 2 3 4 5 7 class.error 1 803 0 13 0 1 3 0.02073171 2 40 330 0 0 1 3 0.11764706 3 44 0 690 2 0 3 0.06630582 4 98 0 80 46 0 99 0.85758514 5 130 7 0 0 182 49 0.50543478 7 81 0 19 18 3 690 0.14919852

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 12 13 31 31 23 2 0 91 0 0 3 0 3 3 0 209 24 0 3 4 0 0 0 12 0 4 5 2 0 0 0 49 1 7 0 2 0 25 19 196

Misclassification Rate = 0.196

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.07787 0.08924 0.09361 0.09480 0.09886 0.11286

Maxnodes = 50

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 500, maxnodes = 50)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 1, ntree = 500, maxnodes = 50) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 7

OOB estimate of error rate: 12.31%

Confusion matrix: 1 2 3 4 5 7 class.error 1 802 1 15 0 2 0 0.02195122 2 5 353 1 5 5 5 0.05614973 3 6 0 713 13 1 6 0.03518268 4 15 1 68 171 0 68 0.47058824 5 59 1 0 3 260 45 0.29347826 7 4 0 18 71 5 713 0.12083847

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 3 12 1 2 0 102 0 0 2 0 3 3 0 213 20 0 6 4 0 0 5 47 0 16 5 2 1 0 0 75 2 7 0 2 2 22 13 202

Misclassification Rate = 0.114

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08136 0.08749 0.09536 0.09613 0.10411 0.11374

Maxnodes = 100

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 500, maxnodes = 100)  
# sat.rf

Call: randomForest(formula = class ~ ., data = SATtrain, mtry = 7, importance = T, nodesize = 1, ntree = 500, maxnodes = 100) Type of random forest: classification Number of trees: 500 No. of variables tried at each split: 7

OOB estimate of error rate: 11.21%

Confusion matrix: 1 2 3 4 5 7 class.error 1 800 1 15 0 4 0 0.02439024 2 1 359 2 3 5 4 0.04010695 3 4 1 713 12 1 8 0.03518268 4 11 2 68 172 1 69 0.46749226 5 45 2 1 3 281 36 0.23641304 7 1 0 17 60 8 725 0.10604192

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 2 9 0 2 0 102 0 0 2 0 3 3 0 213 19 0 5 4 0 0 5 49 0 12 5 2 1 0 0 79 3 7 0 2 2 22 12 207

Misclassification Rate = 0.103

# results = crf.sscv(sat.rf,SATtrain$class,data=SATtrain)  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.07612 0.09099 0.09711 0.09599 0.10149 0.11199

Trying to limit the algorithm manually begins to become counterintuitive, and beyond and endless brute force method, it is likely we will see only marginal improvement of dubious quality.

In the end, a realtively defualt model with only a specified mty of 7 variables was used to great effect over our previous models.

Final Model:

# sat.rf = randomForest(class~.,data=SATtrain,mtry=7,importance=T, nodesize = 1, ntree = 500, maxnodes = 100)

Metrics:

Test Set: 0.084

Training Set (Mean): 0.098

Finally, we will build a boosted tree for classification.

Boosted Tree:

Packages:

require(adabag)

Basic Model:

# sat.boost = boosting(class~.,data=SATtrain,mfinal=200)  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 200 -none- list  
weights 200 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 4 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 812 0 3 2 8 0 2 1 373 0 0 0 0 3 7 0 728 53 0 6 4 0 0 4 238 1 17 5 0 1 0 0 343 6 7 0 0 4 30 16 782

Misclassification Rate = 0.0463

# yhat = predict(sat.boost,newdata=SATtest)  
# summary(yhat)

Length Class Mode

formula 3 formula call  
votes 6000 -none- numeric  
prob 6000 -none- numeric  
class 1000 -none- character confusion 36 table numeric  
error 1 -none- numeric

#yhat$error

[1] 0.108

Split sample function for boosting

boost.sscv = function(fit,y,data,p=.333,B=25,control=rpart.control())   
{  
n = length(y)  
cv <- rep(0,B)  
for (i in 1:B) {  
ss <- floor(n\*p)  
sam <- sample(1:n,ss,replace=F)  
temp <- data[-sam,]  
fit2 <- boosting(formula(fit),data=temp,control=control)  
ypred <- predict(fit2,newdata=data[sam,])  
tab = ypred$confusion  
mc <- ss - sum(diag(tab))  
cv[i] <- mc/ss  
 }  
cv  
}  
  
# results = boost.sscv(sat.boost,SATtrain$class,data=SATtrain,p=0.25,B=25)  
  
# summary(results)

Min. 1st Qu. Median Mean 3rd Qu. Max. 0.08042 0.09091 0.09907 0.09925 0.10839 0.11888

Due to impracticality associated with time to run split sample, in the future we will be electing to not use it for this example (using it here to more than 30 minutes).

While on the training set we blew everything else out of the water with a missclassification rate of 4.63%, when we got onto the test set if performed supbar, indicating that we overfit the data. We can now try to roll that back

Starting out we will try and find the best weighting formula. Keep in mind that Breiman is the defualt

Trying Freund’s

# sat.boost = boosting(class~.,data=SATtrain,mfinal=200,coeflearn = "Freund" )  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 200 -none- list  
weights 200 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 5 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 819 0 0 0 2 0 2 0 374 0 0 0 0 3 1 0 739 29 0 2 4 0 0 0 282 0 5 5 0 0 0 0 363 1 7 0 0 0 12 3 803

Misclassification Rate = 0.016

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.095

Freunds actually did seem to help.

Trying Zhu’s

# sat.boost = boosting(class~.,data=SATtrain,mfinal=200,coeflearn = "Zhu" )  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 200 -none- list  
weights 200 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 5 -none- call

# yhat = predict(sat.rf,newdata=SATtest)  
# misclass(yhat,SATtest$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 247 0 2 2 9 0 2 0 102 0 0 2 0 3 3 0 213 19 0 5 4 0 0 5 49 0 12 5 2 1 0 0 79 3 7 0 2 2 22 12 207

Misclassification Rate = 0.103

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.118

Zhu’s did not work out as well.

Next, we will try to reduce mfinal to overcome that overfitting problem.

# sat.boost = boosting(class~.,data=SATtrain,mfinal=100,coeflearn = "Freund" )  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 100 -none- list  
weights 100 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 5 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 819 0 0 0 2 0 2 0 374 0 0 0 0 3 1 0 739 34 0 5 4 0 0 0 275 0 8 5 0 0 0 0 361 3 7 0 0 0 14 5 795

Misclassification Rate = 0.021

Misclassification Rate = 0.103

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.092

While overfitting was reduced, it still did not bring it in line enough to match random forest. We will have to try and use additional rpart controls to solve that. However, while we are here, we might as well try splitting the difference.

# sat.boost = boosting(class~.,data=SATtrain,mfinal=150,coeflearn = "Freund" )  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 150 -none- list  
weights 150 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 5 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 819 0 0 0 2 0 2 0 374 0 0 0 0 3 1 0 739 34 0 5 4 0 0 0 275 0 8 5 0 0 0 0 361 3 7 0 0 0 14 5 795

Misclassification Rate = 0.021

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.097

100 iterations still seems to be the best.

We will now start playing with bin and bucket settings. Since they worked well for previous trees, we might as well start with what was optimal for the more basic designs and work our from there (3 split, 2 bucket).

# sat.boost = boosting(class~.,data=SATtrain,mfinal=150,coeflearn = "Freund", control=rpart.control(minsplit=3,minbucket=2))  
  
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 150 -none- list  
weights 150 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 6 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 819 0 0 0 3 0 2 0 374 0 0 0 0 3 1 0 739 28 0 3 4 0 0 0 280 0 6 5 0 0 0 0 363 1 7 0 0 0 15 2 801

Misclassification Rate = 0.0172

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.099

Our training rate, got better and our test rate got worse, so we definetly are going to want to modify that a bit. Perhaps the solution is utilizing the complexity parameter.

# sat.boost = boosting(class~.,data=SATtrain,mfinal=150,coeflearn = "Freund", control=rpart.control(minsplit=3,minbucket=2, cp=0.01))  
#   
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 150 -none- list  
weights 150 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 6 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 819 0 0 0 2 0 2 0 374 0 0 0 0 3 1 0 738 31 0 1 4 0 0 1 278 0 6 5 0 0 0 0 364 2 7 0 0 0 14 2 802

Misclassification Rate = 0.0175

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.105

While an ever so slight improvment on overfitting, it appears that more tinkering with the bin and split is where are solution must lie.

# sat.boost = boosting(class~.,data=SATtrain,mfinal=100,coeflearn = "Freund", control=rpart.control(minsplit=5,minbucket=4))  
#   
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 100 -none- list  
weights 100 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 6 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 814 0 1 0 8 0 2 0 374 0 0 0 0 3 6 0 735 38 0 8 4 0 0 3 262 0 12 5 0 0 0 0 355 3 7 0 0 0 23 5 788

Misclassification Rate = 0.0311

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.105

It seems like minor alterations are not producing results. Re-evaluating the problem with a new mindset, we make some extreme changes

# sat.boost = boosting(class~.,data=SATtrain,mfinal=100,coeflearn = "Freund", control=rpart.control(minsplit=12,minbucket=6))  
#   
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 100 -none- list  
weights 100 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 6 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 815 0 0 0 4 0 2 0 374 0 0 0 0 3 4 0 736 39 0 6 4 0 0 3 266 0 12 5 1 0 0 0 360 4 7 0 0 0 18 4 789

Misclassification Rate = 0.0277

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.096

A step in the right direction, we finally have something that truly beats basic bagging. Let’s try go a little farther with modifying anything until an improvement is made.

# sat.boost = boosting(class~.,data=SATtrain,mfinal=100,coeflearn = "Freund", control=rpart.control(minsplit=12,minbucket=6, maxdepth = 8, xval = 20))  
   
# summary(sat.boost)

Length Class Mode

formula 3 formula call  
trees 100 -none- list  
weights 100 -none- numeric  
votes 20610 -none- numeric  
prob 20610 -none- numeric  
class 3435 -none- character importance 36 -none- numeric  
terms 3 terms call  
call 6 -none- call

# misclass(sat.boost$class,SATtrain$class)

Table of Misclassification (row = predicted, col = actual) y fit 1 2 3 4 5 7 1 818 0 1 0 1 0 2 0 374 0 0 0 0 3 2 0 735 28 0 4 4 0 0 3 275 0 9 5 0 0 0 0 364 1 7 0 0 0 20 3 797

Misclassification Rate = 0.021

# yhat = predict(sat.boost,newdata=SATtest)  
# yhat$error

[1] 0.1

Unfortunatley, after several iterations not shown here for lack of anything being gained from them, we still good not make any improvement beyond the model with 0.096 on the test set. Tring everything from reducing maxdepth, to abnormal iteration counts, to internal corss-validation, complexiy parameter adjustments, even reavaluting weighting formulae. nothing changed every pushed the model in a direction we would like with any amount not the result of random chance. Whilst better than bagging, we have to give to the random forest that it was supierior in tackling this problem.

Final model:

# sat.boost = boosting(class~.,data=SATtrain,mfinal=100,coeflearn = "Freund", control=rpart.control(minsplit=12,minbucket=6))  
#   
# summary(sat.boost)

Metrics:

Test Set: 0.0277

Training Set (Mean): 0.096

While certainly the best on the training set, boosting fundamentally overfits to much for this case with multiple predictors. Though versions could be made that fit the training data less, the performed worse on the test set than bagging by a notable margin. Still, for some problems, particularly binary ones, it likely will perform much better as simpler trees can be used for each individual iteration.

|  |  |  |
| --- | --- | --- |
| **Modeling Method** | **Training Data Error** | **Test Data Error** |
| Classification Tree | 0.1413 | 0.134 |
| Bagged Classification Trees | 0.1198 | 0.098 |
| Random Forest | 0.098 | 0.084 |
| Boosted Classification Trees | 0.0277 | 0.096 |